**Heuristic Search**

* **Aim:**

Use heuristic search techniques to implement best first search and A\* algorithm.

* **Software Requirements:**

NetBeans IDE

* **Program Execution:**

**Using BFS**

run:

Enter No of nodes : 5

Enter the name of node 1 : A

Enter the name of node 2 : B

Enter the name of node 3 : C

Enter the name of node 4 : D

Enter the name of node 5 : E

Do you want to add any adjacent node to node A : y

Enter the name of adjacent node of A : B

Enter distance between nodes A and B : 3

Do you want to add any adjacent node to node A : y

Enter the name of adjacent node of A : C

Enter distance between nodes A and C : 1

Do you want to add any adjacent node to node A : n

Do you want to add any adjacent node to node B : y

Enter the name of adjacent node of B : D

Enter distance between nodes B and D : 3

Do you want to add any adjacent node to node B : y

Enter the name of adjacent node of B : E

Enter distance between nodes B and E : 2

Do you want to add any adjacent node to node B : n

Do you want to add any adjacent node to node C : n

Do you want to add any adjacent node to node D : n

Do you want to add any adjacent node to node E : n

A : (B,3), (C,1)

B : (D,3), (E,2)

C :

D :

E :

Priority queue contents :

A

C B

B

B

E D

D

D

Goal node 'D' found

Path :

A, B, D

BUILD SUCCESSFUL (total time: 1 minute 8 seconds)

**Using A\* algorithm**

run:

Enter No of nodes : 4

Enter the name of node 1 : A

Enter the heuristic value of node A : 6

Enter the name of node 2 : B

Enter the heuristic value of node B : 4

Enter the name of node 3 : C

Enter the heuristic value of node C : 3

Enter the name of node 4 : D

Enter the heuristic value of node D : 1

Do you want to add any adjacent node to node A : y

Enter the name of adjacent node of A : B

Enter distance between nodes A and B : 1

Do you want to add any adjacent node to node A : y

Enter the name of adjacent node of A : C

Enter distance between nodes A and C : 3

Do you want to add any adjacent node to node A : n

Do you want to add any adjacent node to node B : y

Enter the name of adjacent node of B : D

Enter distance between nodes B and D : 2

Do you want to add any adjacent node to node B : n

Do you want to add any adjacent node to node C : y

Enter the name of adjacent node of C : D

Enter distance between nodes C and D : 5

Do you want to add any adjacent node to node C : n

Do you want to add any adjacent node to node D : n

A (hx = 6) : (B,1), (C,3)

B (hx = 4) : (D,2)

C (hx = 3) : (D,5)

D (hx = 1) :

Fx of node A = 6

Open List : A

Closed List : Empty

Open List : Empty

Closed List : A

Fx of node B = 5

Fx of node C = 6

Open List : B C

Open List : C

Closed List : A B

Fx of node D = 4

Open List : D C

Open List : C

Closed List : A B D

Path :

A, B, D

Goal node 'D' found

BUILD SUCCESSFUL (total time: 1 minute 37 seconds)

**Eight Puzzle Problem**

* **Aim:**

Solve 8-puzzle problem using A\* algorithm. Assume any initial configuration and define goal configuration clearly.

* **Software Requirements:**

NetBeans IDE

* **Program Execution:**

run:

Enter start Board :

Enter one tile as '-' ie. Blank tile

Enter the value of tile [0][0] : -

Enter the value of tile [0][1] : a

Enter the value of tile [0][2] : c

Enter the value of tile [1][0] : h

Enter the value of tile [1][1] : b

Enter the value of tile [1][2] : d

Enter the value of tile [2][0] : g

Enter the value of tile [2][1] : f

Enter the value of tile [2][2] : e

The given start board is :

- a c

h b d

g f e

Enter goal Board :

Enter one tile as '-' ie. Blank tile

Enter the value of tile [0][0] : a

Enter the value of tile [0][1] : b

Enter the value of tile [0][2] : c

Enter the value of tile [1][0] : h

Enter the value of tile [1][1] : -

Enter the value of tile [1][2] : d

Enter the value of tile [2][0] : g

Enter the value of tile [2][1] : f

Enter the value of tile [2][2] : e

The given goal board is :

a b c

h - d

g f e

The board is solved as :

Board after 0 moves :

- a c

h b d

g f e

Possible moves are :

For Fn = 3 :

a - c

h b d

g f e

For Fn = 5 :

h a c

- b d

g f e

Board after 1 moves :

a - c

h b d

g f e

Possible moves are :

For Fn = 5 :

- a c

h b d

g f e

For Fn = 5 :

a c -

h b d

g f e

For Fn = 2 :

a b c

h - d

g f e

Board after 2 moves :

a b c

h - d

g f e

Goal state achieved.

BUILD SUCCESSFUL (total time: 36 seconds)

**Medical Expert System**

* **Aim:**

Implement expert system for medical diagnosis of diseases based on adequate symptoms.

* **Software Requirements:**

SWI-Prolog for Windows, Editor.

* **Theory:**

A system that uses human expertise to make complicated decisions. Simulates reasoning by applying knowledge and interfaces. Uses expert’s knowledge as rules and data within the system. Models the problem solving ability of a human expert.

Components of an ES:

1. Knowledge Base
2. Represents all the data and information imputed by experts in the field.
3. Stores the data as a set of rules that the system must follow to make decisions.
4. Reasoning or Inference Engine
5. Asks the user questions about what they are looking for.
6. Applies the knowledge and the rules held in the knowledge base.
7. Appropriately uses this information to arrive at a decision.
8. User Interface
9. Allows the expert system and the user to communicate.
10. Finds out what it is that the system needs to answer.
11. Sends the user questions or answers and receives their response.
12. Explanation Facility
13. Explains the systems reasoning and justifies its conclusions.

* **Program Execution:**

?- go.

Does the patient has the symptom headache? : y.

Does the patient has the symptom runny\_nose? : |: n.

Does the patient has the symptom sore\_throat? : |: n.

Does the patient has the symptom abdominal\_pain? : |: y.

Does the patient has the symptom poor\_appetite? : |: y.

Does the patient has the symptom fever? : |: y.

Advices and Sugestions:

1: Chloramphenicol

2: Amoxicillin

3: Ciprofloxacin

4: Azithromycin

Please do complete bed rest and take soft diet because

It is suggested that the patient has typhoid

true .

**ChatBot**

* **Aim:**

Develop elementary chatbot for suggesting investment as per the customer needs.

* **Software Requirements:**

NetBeans, program-ab library.

* **Set-up steps:**

Download the program-ab file.

Copy the bots folder into project folder.

Add the Ab.jar file to the project libraries.

Create the .aiml file in bots/super/aiml folder.

* **Program Execution:**

**Execute a ChatBot Jar file using following command**

**Java –jar dist/ChatBot.jar (Due to execution of jar file, aimlif folder updated automatically)**

**Aimlif contains csv(comma separated files) which are the filed used for early execution**

Human : Hello

Robot : Hi nice to see you!

Human : What are different investment options

Robot : Some of the investment options are Public provident fund Mutual fund Equity shares Real estate investment etc.

Human : I am interested in mutual fund

Robot : Yes we can discuss mutual fund

Human : Minimum investment period

Robot : Only applicable in case of close-ended and ELSS schemes

Human : Let us discuss equity shares

Robot : Yes we can discuss equity shares

Human : Maximum investment amount

Robot : No limit

Human : Bye

Robot : Goodbye ! It was nice to talk to you

**Hill Climbing Algorithm**

**AIM :** To solve 8 queens problem using Hill Climbing Algorithm.

**Theory :**

Hill Climbing is a technique to solve certain optimization problems. In this technique, we start with a suboptimal solution and the solution is improved repeatedly until some condition is maximized.

![Hill Climbing](data:image/png;base64,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)

The idea of starting with a sub-optimal solution is compared to starting from the base of the hill, improving the solution is compared to walking up the hill, and finally maximizing some condition is compared to reaching the top of the hill.

Hence, the hill climbing technique can be considered as the following phases −

* Constructing a sub-optimal solution obeying the constraints of the problem
* Improving the solution step-by-step
* Improving the solution until no more improvement is possible

Input :

As we are using Random function in java , we will get different input states each time we execute the code.

Queens are placed on the board depending upon the generated random number.

Function for placing Queens:

public void placeQueens()

{ queenPositions = generateQueens();

for (int i = 0; i < board.length; i++) {

board[queenPositions[i]][i] = 1;

}

}

queenPositions[i] is the random number generated.

Therefore, for the following random numbers, the queens will be placed on the board like this :

Random Numbers generated:

7   
3  
5  
7  
1  
5  
1  
1

Corresponding Board:

0 0 0 0 0 0 0 0   
0 0 0 0 1 0 1 1   
0 0 0 0 0 0 0 0   
0 1 0 0 0 0 0 0   
0 0 0 0 0 0 0 0   
0 0 1 0 0 1 0 0   
0 0 0 0 0 0 0 0   
1 0 0 1 0 0 0 0

**Goal Stack Planning**

**Title :** Implement goal stack planning for the following configurations from the blocks world.

**Aim:** To implement goal stack planning for given the blocks world configurations.

**Requirement:** Java Editor (Eclipse/Net beans)

**Theory:**

Planning is process of determining various actions that often lead to a solution.

Planning is useful for non-decomposable problems where subgoals often interact.

Goal Stack Planning (in short GSP) is the one of the simplest planning algorithm that is designed to handle problems having compound goals. And it utilizes STRIP as a formal language for specifying and manipulating the world with which it is working.

This approach uses a Stack for plan generation. The stack can contain Sub-goal and actions described using predicates. The Sub-goals can be solved one by one in any order.

**Algorithm:**

Push the Goal state in to the Stack

Push the individual Predicates of the Goal State into the Stack

Loop till the Stack is empty

Pop an element E from the stack

IF E is a Predicate

IF E is True then

Do Nothing

ELSE

Push the relevant action into the Stack

Push the individual predicates of the Precondition of the action into the Stack

Else IF E is an Action

Apply the action to the current State.

Add the action ‘a’ to the plan

The Goal Stack Planning Algorithms works will the stack. It starts by pushing the unsatisfied goals into the stack. Then it pushes the individual subgoals into the stack and its pops an element out of the stack. When popping an element out of the stack the element could be either a predicate describing a situation about our world or it could be an action that can be applied to our world under consideration. So based on the kind of element we are popping out from the stack a decision has to be made. If it is a Predicate. Then compares it with the description of the current world, if it is satisfied or is already present in our current situation then there is nothing to do because already its true. On the contrary if the Predicate is not true then we have to select and push relevant action satisfying the predicate to the Stack.

So after pushing the relevant action into the stack its precondition should also has to be pushed into the stack. In order to apply an operation its precondition has to be satisfied. In other words the present situation of the world should be suitable enough to apply an operation. For that, the preconditions are pushed into the stack once after an action is pushed.

**Input:**

Consider the following where wish to proceed from the start to goal state.

![http://users.cs.cf.ac.uk/Dave.Marshall/AI2/GSP.gif](data:image/gif;base64,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)

No of Blocks : 4

Initial stage : (on b a)^(ontable c)^(ontable a)^(ontable d)^(clear b)^(clear c)^(clear d)^(AE)

Final stage : (on c a)^(on b d)^(ontable a)^(ontable d)^(clear c)^(clear b)^(AE)

**Output:**

Set of actions to be taken:

1. (unstack b d)
2. (stack b d)
3. (pick c)
4. (stack c a)